ABSTRACT
Several European countries currently introduce highly sophisticated eID functionality in their national identity cards. This functionality typically has no direct relation to web security standards, but will be integrated with web technologies to enable browser-based access to resources.

The research challenge to combine eID protocols and web standards like TLS in a secure way proves extremely challenging: The security of many of the proposed systems boils down to HTTP session cookies and TLS server certificates. The overall security is not improved, which doesn’t justify the additional costs.

In this paper, we investigate this security challenge for the German national identity card and its eID functionality. We show that the solution currently standardized by the German government does not offer any additional security, by giving an in-depth analysis of the complete software system. We discuss several possible paths to an enhanced solution, all based on TLS channel bindings. Finally we describe a system setup based on the SAML Holder-of-Key web browser profile, which also mitigates interoperability problems.

1. INTRODUCTION

**Governmental IDM.** In the area of governmental Identity Management, there seem to be two major trends, which are addressed in publicly funded projects such as STORK 2.0\(^1\), FutureID\(^2\) and SkIDentity\(^3\) for example. First, Federated Identity Management solutions are increasingly used in practice as they allow to implement Single Sign-On (SSO) and facilitate the integration of Service Providers. The Security Assertion Markup Language (SAML), which has been developed by OASIS, plays a central role in the implementation of Federated Identity Management. Second, several European countries have introduced electronic identity cards (eID) on a national level (see [19]) and there seems to be a trend to combine the eID-based authentication and identification with SAML-based identity federation (see [25, 17]).

**SSO.** Single Sign-On (SSO) systems enable strong authentication for web users: A web application (the Service Provider, SP; sometimes also called Relying Party, RP) may authenticate a user with the help of a specialized authentication server (the Identity Provider, IdP). The IdP may implement a variety of different authentication mechanisms, ranging from passwords to novel cryptographic protocols. Additionally, strong smartcard-based authentication at the IdP can be used to strengthen the authentication process. Subsequently, an authentication token containing the confirmed identity information will be generated by the IdP and transferred to the SP. After the successful verification of the token the SP starts an authenticated session, e.g. via HTTP session cookies, and grants access to the resources.

In this paper we investigate the research issue on how to securely combine different eID technologies with Web standards within a SSO authentication process, in detail for the German eID system [25]. In this system the IdP, providing the authentication, consists of three different server instances (eID server, TCToken Service(TS), and SAML-IdP, see Figure 1). These components are responsible for the eID-authentication and the generation of the SAML-based authentication token. On the client side, the eID authentication is split between a special eID application, activated by the browser, and a smartcard.

---

\(^1\)See www.eid-stork2.eu/

\(^2\)See www.futureid.eu.

\(^3\)See www.skidentity.de.
Unfortunately, the system involves three non-standard TLS channels, and one TLS channel between browser and SP. Furthermore, if the eID client uses its own TLS connection to the IdP (as it is the case in the German eID system), this connection gets lost, as there is yet no efficient way to securely link this TLS connection with any connection established by the browser. We therefore investigate different possibilities on how a separate eID application can nevertheless use a TLS channel established by the browser.

**Main research question.** One major research challenge in SSO systems is to reduce the complexity of the authentication process and secure all parts of the communication: the authentication at the IdP, the secure transport of the generated token to the SP and the security of the session after the successful authentication.

As part of our security analysis we assume an attacker controlling all network traffic, which is the standard model in cryptography. This is a very strong model, and it is motivated by the fact that eID cryptographic protocols have been shown to be secure in this model. It allows us to show some generic attacks on the specified systems, and to propose an improved solution. Once the specified systems will be implemented, it may be possible to derive attacks in a weaker model, e.g. in a web attacker model, where the adversary is only able to lure the victim to a website controlled by him. However, it is impossible to derive any XSS, CSRF or Clickjacking attacks against system specifications, since these attacks target implementation weaknesses.

In order to achieve our goals and approve the security against the chosen adversarial model, we analyzed several TLS channel bindings: Recognition of a web browser through TLS client certificates [39], recognition of the server through the public key contained in the server certificate (RFC 5929, server-endpoint binding), and recognition of the TLS session through the first FINISHED message (RFC 5929, session-binding). All three bindings can be used to secure SSO systems. However, only client certificates are already fully supported by all major browsers. Thus, no further implementations or installation of additional software on the browser is needed. The major research challenge here is the fact that the eID application is a separate application, and not a browser plugin. SAML-HoK relies on the fact that the IdP records the TLS client certificate used by the web browser, and inserts it after successful authentication into the SAML assertion issued. The SP may then check that the same client certificate was used in its own TLS connection with the browser, and may thus conclude that authentication at the IdP was performed using the same browser.

The main question we are going to answer is the following: How can we combine on the client system TLS channel binding with a proprietary authentication mechanism that is not supported by the browser? As our answer, we show a construction where the proprietary algorithm is implemented as a separate application (which also includes the smartcard drivers), but this application uses the browser as a proxy for all network communications.

**Contribution.** The contribution of this paper is as follows:

- We give an in-depth description of one of the major eID initiatives in Europe and consider its security.
- We propose, based on the generic architecture of the German eID system, a more simple and secure variant for this SSO system, based on the SAML Holder-of-Key web browser profile.

**Structure.** The rest of the paper is organized as follows: Section 2 provides an overview over the current SAML specifications and related work from the security research. In contrast to that work, eID based standards for authentication and identification are presented as well. An in-depth description of the SAML profile specific to the german nPA is given in Section 3, followed by a technical analysis focusing on security. Section 4 introduces the well researched SAML Holder-of-Key (HoK) binding for the Web Browser SSO profile. Based on this binding a new eID based SAML profile is proposed, which features an optimized message flow and advantages with respect to security and privacy. Section 5 concludes the paper and provides an outlook on possible future improvements.

2. BACKGROUND ON SAML AND EID-ACTIVATION

2.1 Overview of SAML Version 2.0

SAML is a set of standards, which has been developed by the OASIS Security Services Technical Committee and defines the syntax and semantics for XML-encoded assertions about authentication, attributes and authorization together with related protocols that convey such assertions and the binding of these protocols to various transfer protocols. The different versions of SAML (v1.0 [32], v1.1 [42] and v2.0 [9]) have been influenced by previous work at IETF (RFC 2903 [14]) and projects like the Liberty Alliance, which is now called Kantara Initiative, and Shibboleth and is now adopted by an increasing number of organizations and initiatives around the globe.

**Assertions, Protocols and Bindings.** The SAML specification [9] is of central importance, as it defines the syntax and semantics of essential SAML structures such as <AuthnRequest>, <Response> and <Assertion>, which are conveyed from the Service Provider (SP) over the User Agent (UA) to the Identity Provider (IdP) and back.

SAML Bindings [8] specify how the structures defined in SAML [9] are bound to different transport protocols such as RFC 2616 [26], SOAP [5] and PAOS [1] for example.

---

4Please note that contrary to common belief, TLS client certificates do not need to be checked against any PKI, and do not carry any identity information. They are only used to anonymously authenticate the browser.
Profiles. SAML Profiles [10] defines how the basic SAML structures, protocols [9] and bindings [8] may be used in different application scenarios. While the standard addresses different use cases, the Single Sign-On (SSO) profiles defined in [10, Section 4] are especially important for the present paper. Currently there are the following profiles specified by OASIS:

- **Web Browser SSO Profile** [10, Section 4.1] – in which all messages are transported using HTTP and hence the UA may be a conventional web browser.
- **Enhanced Client or Proxy (ECP) Profile** [10, Section 4.2] – which assumes that the UA is able to receive PAOS-messages according to [1] and send SOAP-messages according to [5]. This profile is about to be updated in SAML ECP v2.0 [50] in order to support the secure Holder-of-Key- [47] and TLS-Channel binding mechanism [7].
- **Holder-of-Key Web Browser SSO Profile** [39] – is a forthcoming SSO-profile, which uses the so-called "Holder-of-Key" subject confirmation method according to SAML Profiles [10, Section 3.1] and hence a cryptographic binding between the user and her assertion. The main motivation for this profile is the fact that the less secure "Bearer" method, where no key material associated with the token is provided, may not be used for the highest security level according to NIST Electronic Authentication Guideline [44].

Additional standards. SAML Metadata [11] specifies an extensible metadata format for SAML system entities such as the IdP and the SP for example. SAML Authentication Context [38] defines a syntax for the definition of authentication context declarations and an initial list of authentication context classes for use with SAML. In the scope of the present contribution the authentication context "Smart-card" defined in [38, Section 3.4.15] is especially important. SAML Conformance Requirements [43] provides the technical requirements for SAML V2.0 conformance. SAML Glossary [34] defines important terms used in SAML. SAML Security and Privacy Considerations [33] discusses security and privacy issues related to SAML.

2.2 Related Work

The security of SAML v1.0 [32] was analyzed in [29] and the discovered flaws led to additional recommendations in version 2.0 of SAML (cf. [41]). Additional vulnerabilities of the artifact profile have been addressed in [30]. A security analysis for a Liberty-enabled client can be found in [45].

A general treatment of security aspects related to the current version of SAML may be found in SAML Security and Privacy Considerations [33]. A formal security analysis of the Web Browser SSO Profile in SAML 2.0 only appeared recently in [3] and revealed a flaw in the SAML implementation of Google Apps. Other steps towards providing security proofs for browser based protocols can be found in [31, 27]. In [51] it was shown that many SAML implementations were susceptible against signature-wrapping attacks.

Analyzing the list of potential attacks against SAML reveals that many threats are due to the missing cryptographic binding between the SAML messages and the underlying transport protocol. The man-in-the-middle (MitM) attack visualized in [18, Figure 5] exploits this weakness.

As of today, there have been different proposals for binding SAML to the underlying TLS channel in order to safeguard against MitM-attacks:

**TLS-Federation.** In this approach [6], the SAML assertion is sent inside a short-lived X.509 client certificate. The SAML assertion thus may replace other identification data like distinguished names and the certificate has the same validity period as the SAML assertion.

**Strong Locked Same Origin Policy.** Here [49], the client is strengthened to make reliable security decisions. This is done by using the servers public key as a basis for decisions of the Same Origin Policy, rather than the insecure Domain Name System. The certificate verification procedure specified in BSI TR-03112-7 [23] in which it is checked that the hash of the X.509 certificate obtained during the TLS handshake is included in the Card-Verifiable-Certificate (CVC) may be seen as a variant of this approach.

**SAML 2.0 Holder-of-Key Web Browser SSO Profile.** This approach also uses TLS with client authentication, but the client certificate does not transport any authorization information. Instead, the SAML token is bound to the public key contained in this certificate, by including this key in a Holder-of-Key assertion [47, 39]. The security of this approach has independently been analyzed in [28]. In [16] the authors described a methodology regarding the fresh and dynamically generation of self-signed certificates used within the authentication and for the binding to the TLS channel.

**TLS-Channel Bindings.** Finally, the generic channel binding mechanism sketched in [53] can be applied to TLS [2], Single Sign-On [48] and SAML [7].

2.3 Background on eID-activation

As shown in [19] there are already many European member states, which have introduced eID cards supporting electronic authentication and identification. Many eID cards in the field are equipped with X.509-based certificates, which can be used for TLS client authentication [15]. Because the X.509 certificate is transmitted over an unprotected channel during the TLS-handshake and some certificates even contain sensitive identity attributes, such as the name of the card holder for example, this approach is not optimal from a privacy point of view. Against this background it is no surprise that modern eID cards, such as the German "Neuer Personalausweis" (nPA) for example, do not use X.509 certificates and TLS for authentication, but the more privacy friendly Extended Access Control (EAC) protocol [21].

In either case the authentication protocol is performed by...
an eID-Client (eID-C), which is activated by the User Agent (UA). Typically the UA is a web browser and the eID-activation is performed within a web session. There are different mechanisms for eID-activation:

**Push Method.** This activation method is specified in [20] and uses an `<object>` tag of type `application/vnd.ecard-client`, which is embedded in a web page and contains the address of the eID-Server (eID-S), which performs the authentication on behalf of the SP. This mechanism is similar to the activation mechanism specified in [37]. The Push Method offers as an advantage less complexity of the protocol flow and compliance according to the SAML standard. However, a suitable browser extension is required, which recognizes the type of the `<object>` and pushes the required information to the eID-C.

**Pull Method.** This method is specified in [23] and uses an embedded link pointing to the following URL `http://localhost:24727/eID-Client?url=tcTokenURL=...`, which instructs the eID-C to pull the required address information – and the corresponding X.509-based TLS server certificate, which is to be checked against the CVC (Card-Verifiable-Certificate) of the eID-S – from a so called TCToken Service (TS). In comparison to the Push Method, the protocol flow here is more complex and is not SAML-compliant. Though, the method does not require a browser extension.

### 3. NPA-SPECIFIC SAML PROFILE

In order to provide more security, the German Federal Office for Information Security (Bundesamt für Sicherheit in der Informationstechnik, BSI) created a specific SAML profile for the German eID card (Neuer Personalausweis, nPA) specified in the technical directives [23] and [25]. This is one of the most completely specified governmental eID systems, and therefore a suitable target for a security evaluation. An overview on additional profiles that can be used in connection with governmental eID projects is given in Appendix A.1.

#### 3.1 Description

The authentication process is depicted in Figure 1 and comprises the following steps:

1. **UA → SP**: In the first step the user navigates his UA to the SP and requests a restricted resource.

2. **SP → UA**: Since the user is not authenticated yet, the SP returns a web page with an embedded link `<a href="http://localhost:24727/eID-Client?url=tcTokenURL=...">`.

3. **UA → eID-C**: The user clicks on the link and the UA performs a corresponding HTTP GET command.

4. **eID-C → SP**: The eID-C extracts the `tcTokenURL`-parameter, which points to the SP.

5. **SP → eID-C**: The SP in turn initiates the SSO-procedure by returning a URL-encoded `<authnRequest>` using the HTTP Redirect Binding [8, Section 3.4].

6. **eID-C → TS**: The eID-C follows the redirect and transports the `<authnRequest>` to the TS.

7. **TS → eID-C**: The TS returns a `<TCToken>` to the eID-C containing the connection parameters for the eID-S.

8. **eID-C → eID-S**: As in step (5) of the Web Browser SSO Profile explained in Section A.1.1, the eID-C sends `<StartPAOS>` to the eID-S in order to initiate the authentication procedure.

9. **eID-S ↔ eID-C**: The eID-S and the eID-C perform the eID-specific authentication protocol by exchanging a suitable set of `<DIDAuthenticate>` messages (see [22], [23] and (7) in Section A.1.1).

10. **eID-S → eID-C**: After the eID-S has authenticated the user, the `<StartPAOSResponse>` message is returned to the eID-C. Subsequently, the connection is closed (cf. (7) in Section A.1.1).

11. **eID-C → IdP**: The eID-C contacts the IdP to retrieve the result of the authentication procedure.

12. **IdP → eID-C**: The IdP returns a redirect with the URL-encoded `<Response>` to the eID-C.

13. **eID-C → SP**: The `<Response>` is forwarded to the SP.

---

See https://www.openecard.org/en/framework/eid-activation for corresponding figures, which depict the different methods.

---

Figure 1: SAML profile according to BSI-TR-03112-7 and BSI-TR-03130 using the Pull Method

---

Please note that the current specification [23, Section 3.6] indeed stipulates that the HTTP Redirect Binding is used for this step ("The SAML Processor returns a redirect to the eService, containing the SAML Authentication Response in HTTP Redirect Binding (see SAML Bindings [8]).")... This is very unfortunate, because this deviation from the Web Browser SSO Profile [10, Section 4.1] will likely cause problems if a lot of attributes are contained in the assertion and prevent that standard SAML SP components can be used in this profile.
3.2 Technical Analysis

A drawback of this approach is the rather complex communication pattern, which decreases efficiency and makes a complete security analysis nearly impossible.

**Interoperability.** Interoperability apparently was no major concern of the authors of this standard: SAML standards are modified throughout, such that not a single SAML-conforming SP will be able to connect to this system without major modifications:

- Modifications start with SAML assertions, which must be partially encrypted according to the BSI documents. Partial encryption of SAML assertions is not supported by nearly any current SP implementations, thus, these modified assertions cannot be consumed without major adjustments to the SP.
- Non-standard TLS libraries are required both on server side, and in the eID application, because preshared key TLS needs to be used.
- The HTTP Redirect Binding [8, Section 3.4] in step (13) is not allowed in the Web Browser SSO Profile [10, Section 4.1.2], furthermore encrypted assertions are used, as required by [25, Section 5.8.1], which however is uncommon for the Web Browser SSO profiles and hence most likely not supported by standard SP components.
- The security of the system largely depends on the **Strong Locked Same Origin Policy** (cf. Section 2.2), which is based on the special certificate infrastructure of the BSI system. Other eID systems, which do not utilise a protocol similar to EAC and a comparable PKI concept, can not be used with this SAML profile in a secure manner.

**Security.** The main security problem of the eID system described above is the fact that the web browser is completely decoupled from the authentication process. This reduces the security level to simple password-based authentication in the network-based attacker model. Additionally, attacks like Session Fixation [40] could exploit vulnerabilities in the session management between user agent and SP. In this manner, all security mechanisms within the authentication could be bypassed. Please note that the following is not an actual attack, but only shows that under the same assumptions that allow password theft from an average internet user, the BSI system can also be compromised. This makes the extra cost involved in setting up such a system questionable.

1. The only step in the protocol flow from Figure 1 that links the authentication process to the web browser is the redirect command which is forwarded to the web browser in message (15). According to the specification, the return to the web session in the browser is done by a refresh URL which “SHOULD be unpredictable and cryptographically strong” [24]. This URL is either the **RefreshAddress** given in the `<TCToken>` in step (7) or a freshly generated URL returned in step (14) by the SP. If this parameter can be observed or influenced by an adversary, a real attack may be possible.

2. In our model for password theft, we assume that the victim is able to verify domain names and to distinguish HTTPS from HTTP connections, but that he is not able to distinguish valid from invalid certificates. Please note that in case of the SP, most probably no Extended Validation Certificates will be used.

3. The adversary, who has full control over (the insecure parts of) the network, may perform a DNS Spoofing attack to lure the victim to a web page under his control. This web page can be TLS protected, but we assume that the victim doesn’t care about error messages [52], and thus will manually accept the attacker’s certificate as valid and establish an HTTPS connection to this web page.

4. The adversary now establishes a TLS channel to the SP, and requests a protected resource. He simply relays message (2) to the victim, thus triggering the eID authentication.

5. With message (15), the information flow is returned to the browser, and it will automatically perform the requested redirect. Since HTTP redirects are URL-based, the target of this redirect will be the web page of the adversary, not the SP.

6. The adversary can now forward this HTTPS request to the SP, thus effectively claiming the victim’s authentication and gaining full access to the SP.

Again, please note that the flow above does not describe a real-world attack, but shows one critical point in the whole system (message (15)). Moreover, there is no security gain in employing such a complex and expensive system over simple password-based authentication.

**TLS bindings.** In the BSI system, none of the TLS bindings specified by OASIS (SAML Holder-of-Key) or IETF (RFC 5929) can be applied, since the TLS channel between browser and SP has no relation at all to the authentication process.
4. HOLDER-OF-KEY WEB BROWSER SSO PROFILE

4.1 Description

A standardized approach to prevent Cross-Site Scripting (XSS) and MitM-attacks against SSO systems is to use the SAML Holder-of-Key (HoK) Profile defined by OASIS [39]. The main idea is to use a TLS client certificate to bind a SAML assertion to a certain browser. Please note that identity information will only be transported in the SAML assertion, thus no PKI is required\(^1\) for the client certificate – a self-signed certificate would be sufficient.

The overall process flow is similar to the procedure used within the Web Browser Single Sign-On Profile with Push Method, which is described in detail in Section A.1.1. In the following only the differences are described:

- **UA → IdP**: In step 3 the UA forwards the `<AuthnRequest>` to the IdP. Additionally, the UA has to present in this step an X.509 certificate in conjunction with the TLS connection to the IdP. Please note that the certificate does not need to be trusted and does not provide any further information regarding the user. But it has to be presented within the TLS handshake where the possession of the corresponding private key will be confirmed. In this step the following cases can be distinguished:
  - (a) The user already has an X.509 certificate and is able to use it in the UA for the TLS handshake with the IdP. In this case it is not necessary to issue another certificate and this certificate can be used for the HoK-binding. If this certificate and the corresponding private key are hosted on the eID-C under consideration and accessed via the PKCS#11 interface of the browser for example, the additional steps (4)-(8) may even be dropped entirely.
  - (b) The user does not possess any certificates and thus is not able to fulfill the requirements of the IdP for the TLS channel binding. However, the IdP is able to enforce the generation of a new certificate and automatically import it into the UA. This can be achieved on the fly and without any user interaction by using HTML5 in combination with the `keygen`-Tag\(^12\). However, since the automated deleting of the generated certificates is not possible, this feature should be used carefully regarding the key storage of the browser. Another option would be that the user creates a self-signed certificate and uses it within the TLS handshake. This self-signed certificate may be bound to a specific service provider (see also [16, 12, 4]).

- **IdP → UA**: After the successful user authentication, the IdP processes the retrieved information regarding the user and generates and signs the `<Assertion>` \(^{[47]}\) which contains the X.509 certificate used by the UA within the TLS connection with the IdP.

- **UA → SP**: In this step the `<Response>` is delivered by the UA to the SP. As in step 3 the UA presents the same X.509 certificate to the SP in conjunction with the TLS session and confirms the possession of the according private key. Subsequently, the SP verifies the validity of the received authentication token and additionally compares the X.509 certificate from the current TLS session with the certificate included in the `<Response>`. If the `<Response>` passes all tests, the SP grants the access to the requested resources in step (12).

The main advantage of this profile is that it can be used with arbitrary eID cards and authentication protocols. It is based on an emerging standard [39] (SAML-HoK). The drawback of this approach is that it may be necessary to create a certificate on the fly which might decrease efficiency and that using the same certificate at different services may decrease privacy, because the certificate could be used as identifier for the UA. While this problem could in principle be mitigated by using SP-specific certificates [16, 12] (or similar key material [4], if the HoK-specification [47] would be adjusted accordingly), this would either require additional functionality and interfaces in the eID-C for the dynamic handling (creation, usage and deletion) of HoK-specific certificates or decrease usability, as the user would need to delete the dynamically created certificates in a manual process as currently there do not seem to be commonly supported browser APIs for this purpose.

4.2 Optimized version of Holder-of-Key Web Browser SSO Profile

We now show how to optimize the Holder-of-Key Web Browser SSO Profile to allow for efficient and secure authentication using eID-specific methods. Figure 2 depicts a streamlined process, where the SAML-specific components UA and IdP act as proxies for the eID-specific components eID-C and eID-S, respectively.

The full authentication process involves the following steps:

- **UA → SP**: The user starts the process by requesting a restricted resource from the SP.
- **SP → UA**: The SP returns an `<AuthnRequest>` within an HTTP Redirect towards the IdP.
- **UA → IdP**: The UA forwards the `<AuthnRequest>` to the IdP. As stated in Section 4.1, the UA has to present his X.509 certificate (either an existing or a freshly generated one).
- **IdP → eID-S**: The IdP starts a new authentication session with the eID-S.
- **eID-S → IdP**: The eID-S may provide parameters for the establishment of a secure channel to the IdP. The channel is established afterwards.

\(^1\)Many people who worked on (failed) projects on PKI infrastructures for TLS client certificates in the past share the belief that client certificates are technically difficult to handle; this is however only the case if PKI validation of such a certificate is involved, which is not the case here.

\(^12\)http://www.w3schools.com/tags/tag_keygen.asp
Figure 2: Optimized version of Holder-of-Key Web Browser SSO Profile

(6) $\text{IdP} \rightarrow \text{UA}$: The IdP forwards the session parameters to the UA and delivers a specific JavaScript that allows the UA to function as proxy towards the IdP.

(7) $\text{UA} \rightarrow \text{eID-C}$: The UA executes the JavaScript, which in turn activates the eID-C via the localhost-interface according to [24, 3.2.1].

(8) $\text{eID-C} \leftrightarrow \text{eID-S}$: The eID-C and eID-S perform the eID-specific authentication protocol by exchanging $\text{StartPAOS}$, a suitable set of $\text{DDAuthenticate}$ messages and $\text{StartPAOSResponse}$. Throughout this communication, the IdP acts as a proxy for the eID-S and forwards the corresponding messages to and from eID-S. In a similar way, the UA forwards all messages to and from the eID-C. Both IdP and UA use their previously established TLS-channel to send the messages through.

(9) $\text{eID-C} \rightarrow \text{UA}$: After the authentication between eID-C and eID-S has been performed, eID-C sends a $\text{Redirect}$ message to the UA, redirecting him to the IdP.

(10) $\text{UA} \rightarrow \text{IdP}$: The UA follows the redirect to the IdP to request the $\text{Response}$. 

(11) $\text{IdP} \rightarrow \text{UA}$: The IdP provides the $\text{Response}$ (including the certificate, the UA presented to it in step (3)) to the UA, along with a redirect to the actual SP that requested the authentication.

(12) $\text{UA} \rightarrow \text{SP}$: The UA forwards the $\text{Response}$ to the SP. The SP now checks, if the $\text{Response}$ is accordingly signed by the IdP and has not been tampered with. The SP also checks, if the certificate included within the $\text{Response}$ matches the one from the actual TLS-channel from the UA to the SP.

(13) $\text{SP} \rightarrow \text{UA}$: In case both checks from step (12) pass, the SP extracts the authentication information from the $\text{Response}$ and provides the UA with the requested resource.

This optimized variant of the Holder-of-Key Web Browser SSO Profile limits the number of required TLS-channels to two. The UA is the endpoint to both of these channels with the SP, resp. the IdP being the opposite endpoints. By applying the Holder-of-Key Binding the authentication response $\text{Response}$ is cryptographically bound to the TLS-channel between the UA and the SP. Furthermore, the proposed profile combines the advantages of the both Push and Pull methods, see Section 2 and does not require any browser extension.

5. CONCLUSION

The discussion of the different approaches and SAML profiles in the previous sections reveals that there are various possibilities to integrate eID and SAML systems, which have different features with respect to security, efficiency and interoperability.

It is not surprising that the easiest way to integrate eID and SAML is to use the Web Browser SSO Profile [10, Section 4.1] and this approach has the striking charm that eID-based authentication can be used with standard SP-components, which are already available in the field. On the other hand it is well known that using Bearer tokens is not optimal from a security point of view as the assertions could be stolen and misused by a sufficiently strong attacker, which is able to perform a suitable attack.

We showed that in spite of the extensive security measures specified in [23] the nPA-specific SAML profile discussed in Section 3 can be successfully attacked in a similar manner, i.e. using an MitM-attack in the TLS-channel between the UA and the SP.

We also showed that it is possible to significantly enhance the security by moderate changes to the SP and IdP to support the more secure Holder-of-Key-Binding according to [39]. As discussed above, this profile does not require any modifications to the eID-C, but only requires the existence (or on the fly generation) of a certificate in the UA. As this certificate however is transmitted in clear text during the TLS handshake it could be misused as identifier of the user and hence this approach induces additional privacy threats. While it would be possible to create and use SP-specific certificates, the deletion of them from the local certificate store is problematic, because it would either require manual intervention of the user, or additional functionality in the eID-C, such as a PKCS#11 interface for example.

An alternative to prevent MitM-attacks would be to use the SAML-TLS-Channel-Binding mechanism according to [2, 7], but this would currently require that the eID-C is realized as Java Applet. Furthermore, it is an interesting question whether and when browsers support the extraction of key material from a TLS channel as specified in [46] over some standardized API such as the Web Crypto API [13].
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APPENDIX

A. SAML PROFILES FOR EID-BASED AUTHENTICATION AND IDENTIFICATION

A.1 Web Browser SSO Profiles

The following SAML profiles are most relevant for the integration of eID-based authentication and identification:

- Web Browser SSO Profile with Bearer Token according to [10, Section 4.1] (see Section A.1.1 and Section A.1.2)
- nPA-specific SAML Profile according to [24, 21] (see Section 3)
- Holder-of-Key Web Browser SSO Profile according to [39] (see Section 4 and Section 4.2)
- eID-Applet with Enhanced Client and Proxy Profile according to [50] (see Section A.2).

A.1.1 Web Browser SSO Profile with Push Method

The most natural and straightforward way to integrate eID and SAML is to use the Web Browser SSO Profile as specified in [10, Section 4.1] together with the Push Method for eID-activation as specified in [20].

The authentication process is depicted in Figure 3 and comprises the following steps:

(1) $UA \rightarrow SP$: In the first step the user navigates his UA to the SP and requests a restricted resource.

(2) $SP \rightarrow UA$: Since the user is not authenticated yet, the SP starts the SSO procedure and issues an `<AuthnRequest>`, which will be sent to the IdP via the UA.

(3) $UA \rightarrow IdP$: The UA forwards the `<AuthnRequest>` to the IdP.

(4) $IdP \rightarrow eID-C$: The IdP performs the eID-activation by embedding an `<object>` into the returned web page (4a), which is pushed to the eID-C (4b).

(5) $eID-C \rightarrow eID-S$: The eID-C sends `<StartPAOS>` to the eID-S in order to initiate the authentication procedure.

(6) $eID-S \leftrightarrow eID-C$: The eID-S and the eID-C perform the eID-specific authentication protocol by exchanging a suitable set of `<DIDAuthenticate>` messages (see [22] and [23]).

(7) $eID-S \rightarrow eID-C$: After the eID-S has authenticated the user, the `<StartPAOS Response>` message is returned to the eID-C. Subsequently, the connection is closed.

(8) $eID-C \rightarrow IdP$: The eID-C redirects the UA to the IdP.

(9) $UA \rightarrow IdP$: The UA follows the redirect and contacts the IdP.

(10) $IdP \rightarrow UA$: After the IdP is informed about the performed authentication it creates an `<Assertion>`, which is embedded in a corresponding `<Response>`, which is returned to the UA.

(11) $UA \rightarrow SP$: The `<Response>` is sent to the SP.

(12) $SP \rightarrow UA$: After successful verification of the `<Response>` the SP returns the protected resource.

The most important advantage of this profile is that it uses standard SAML components, which are already deployed in practice. Furthermore the `<Assertion>` contained in the `<Response>` (see step (10)-(11)) is only a Bearer Token, which may be stolen and misused by a sufficiently strong attacker, which is able to mount a Cross-Site-Scripting (XSS) or MitM-attack for example.
A.1.2 Web Browser SSO Profile with Pull Method

As shown in Figure 4 a similar authentication process can be implemented with the Pull Method.

![Figure 4: Web Browser SSO Profile with Pull Method](image)

While the process in steps (1)-(3) and (5)-(12) is identical to the description above, step (4) is more changed as follows:

1. **IdP → UA**: In the first step a web page with an embedded link\(^1\) is returned.
2. **UA → eID-C**: This link is activated in step (4b) by JavaScript or manual intervention of the user.
3. **eID-C → TS**: The eID-C contacts the TS with an HTTP GET.
4. **TS → eID-C**: Finally the `<TCToken>`-structure is returned, which contains the address of the eID-S and other information.

The security characteristics of this approach are identical to the profile above. The major advantage is that the UA does not need to be equipped with a browser extension. On the other side, step (4b) requires JavaScript or manual intervention, which would reduce usability. Furthermore this profile is slightly less efficient, as it requires the additional steps (4c) and (4d) to retrieve the `<TCToken>`.

A.2 eID-Applet with Holder-of-Key Web Browser SSO or ECP Version 2.0 Profile

Alternatively, a signed eID-Applet (see Figure 5) could be used to generate self-signed certificates if required and establish the HoK-specific TLS-sessions itself or even implement the Enhanced Client and Proxy Profile [50] using the TLS-channel binding according to [2, 7].

![Figure 5: eID-Applet with Holder-of-Key Web Browser SSO or ECP Version 2.0 Profile](image)

Another option, which is similar to the CORS-specific solution above, would be to trigger the establishment of HoK-specific TLS-sessions in the UA via asynchronous JavaScript-functions, which are called via [36] and [35] communication.

\(^1\)\[a href=http://localhost:24727/eID-Client?tcTokenURL=.../>